1. Transaction Processing
   1. Consider schedules S1 and S2 below.

S1: r3(X), r3(Z), r1(Y), r1(X), w3(Z), r2(Y), w1(X), r2(X), w2(X), r1(Z), w1(Z), r2(Z), w2(Y

S2: r2(X), r3(Y), r2(Z), w3(Y), r1(X), w2(Z), r1(Y), r3(Z), r1(Z), r2(Y), w2(Y), w3(Z), w1(X), w1(Z)

* 1. Apply the basic timestamp ordering (BTO) algorithm to schedules S1 and S2. Determine whether or not the algorithm allows the execution of the schedules, and discuss cascading rollback (if any).

Hints: each operation takes one time unit, and timestamp of each transaction is the time associated to its first operation. For example, timestamps of transactions T1, T2, and T3 in schedule S1 are 3, 6, and 1 (respectively).

[20 marks]

|  |  |  |  |
| --- | --- | --- | --- |
| Operation | T1 | T2 | T3 |
| r3(X) | - | - | 1 |
| r3(Z) | - | - | 1 |
| r1(Y) | 3 | - | - |
| r1(X) | 3 | - | - |
| w3(Z) | - | - | 1 |
| r2(Y) | - | 6 | - |
| w1(X) | 3 | - | - |
| r2(X) | - | 6 | - |
| w2(X) | - | 6 | - |
| r1(Z) | 3 | - | - |
| w1(Z) | 3 | - | - |
| r2(Z) | - | 6 | - |
| w2(Y) | - | 6 | - |

* + 1. *Assign timestamps to each transaction. The timestamp of a transaction is the time associated with its first operation. For example, in schedule S1, the timestamps of transactions T1, T2, and T3 are 3, 6, and 1 respectively.*
    2. *Execute the transactions in timestamp order. If a transaction tries to execute out of order, roll it back and restart it.*
    3. *We keep track of the read and write timestamps for each data item. The read timestamp (RTS) is the timestamp of the most recent transaction that read the item, and the write timestamp (WTS) is the timestamp of the most recent transaction that wrote the item.*
    4. *When a transaction T wants to read an item X, check the WTS of X. If the WTS is greater than the timestamp of T, then T is trying to read a value of X that is written by a future transaction, so roll back and restart T.*
    5. *When a transaction T wants to write an item X, check both the RTS and WTS of X. If either is greater than the timestamp of T, then T is trying to write a value of X that has been read or written by a future transaction, so roll back and restart T.*
    6. *If T can read or write X without violating the above conditions, update the RTS or WTS of X and continue.*

*We repeat steps 4-6 until all transactions are executed.*

* + 1. *A cascading rollback occurs when the rollback of one transaction forces the rollback of other transactions that have read the data written by the rolled back transaction.*
    2. *Now, let's apply these steps to schedules S1 and S2. The specific steps and results would depend on the exact operations and data items in the schedules. For schedule S1: S1: r3(X), r3(Z), r1(Y), r1(X), w3(Z), r2(Y), w1(X), r2(X), w2(X), r1(Z), w1(Z), r2(Z), w2(Y) The timestamps of transactions T1, T2, and T3 are 3, 6, and 1 respectively.*
    3. *Start with the first operation r3(X). Since T3's timestamp is 1, it can read X. Set RTS(X) = 1.*
    4. *The next operation is r3(Z). T3 can read Z. Set RTS(Z) = 1.*
    5. *The next operation is r1(Y). Since T1's timestamp is 3, it can read Y. Set RTS(Y) = 3.*
    6. *The next operation is r1(X). T1 can read X since RTS(X) = 1 < 3. Update RTS(X) = 3.*
    7. *The next operation is w3(Z). T3 can write Z since WTS(Z) is not set and RTS(Z) = 1 <= 1. Set WTS(Z) = 1.*
    8. *We continue this process for the rest of the operations. If a transaction tries to read or write a data item that has been written by a future transaction, roll it back and restart it.*

1. Testing the serializability of S1 and S2 by serialization graph technique to prove that the successful execution of a schedule under BTO will ensure the serializability of the schedule.

[15 marks]

* 1. *For each pair of transactions Ti and Tj where Ti executes before Tj, draw an edge from Ti to Tj.*
  2. *Check for cycles in the graph. If there are no cycles, the schedule is serializable.*
  3. *An arrow from Ti to Tj indicates that transaction Ti must execute before transaction Tj due to a read-write or write-write conflict.*

*For S1, there are no cycles, which suggests that S1 is serializable.*

*For S2, there are also no cycles, indicating that S2 is serializable as well.*

* 1. *Let's apply these steps to schedules S1 and S2:* 
     1. *For S1: r3(X), r3(Z), r1(Y), r1(X), w3(Z), r2(Y), w1(X), r2(X), w2(X), r1(Z), w1(Z), r2(Z), w2(Y)*
     2. *Based on the execution order from 3(a), we can draw the edges for each pair of transactions that have a read-write or write-write conflict. For example, if T3 reads X before T1 writes X, draw an edge from T3 to T1.*
     3. *We repeat this process for all pairs of transactions in S1. Then, check for cycles in the graph. If there are no cycles, S1 is serializable.*

*![](data:image/png;base64,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)*

* 1. *For S2: r2(X), r3(Y), r2(Z), w3(Y), r1(X), w2(Z), r1(Y), r3(Z), r1(Z), r2(Y), w2(Y), w3(Z), w1(X), w1(Z) we repeat the same process for S2.*

*![](data:image/png;base64,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)*

* 1. *Draw the edges for each pair of transactions that have a read-write or write-write conflict, then check for cycles in the graph.*
  2. *Serialization graph for S1:*
     + *T1 -> ['T2', 'T2', 'T2', 'T2', 'T2', 'T2', 'T2', 'T2']*
     + *T2 -> []*
     + *T3 -> ['T1', 'T1', 'T2', 'T2', 'T1', 'T1', 'T2', 'T1', 'T1', 'T2']*
  3. *Serialization graph for S2:*
     + *T1 -> ['T2', 'T2', 'T3']*
     + *T2 -> ['T1', 'T1', 'T3', 'T1', 'T3', 'T1', 'T3', 'T1', 'T3', 'T1']*
     + *T3 -> ['T1', 'T2', 'T2', 'T1', 'T2', 'T2', 'T1', 'T1', 'T1']*
  4. *If there are no cycles, S2 is serializable. Remember, this is a manual process and requires careful tracking of the operations in each transaction and the order in which they execute. It's also important to understand the rules of the serialization graph technique and apply them correctly.*
  5. *Now, let's go into more detail about the serialization graph technique: The serialization graph is a directed graph where each node represents a transaction and each edge represents a conflict between transactions.*
  6. *A conflict occurs when one transaction reads or writes a data item that another transaction later writes. There are two types of conflicts: read-write (RW) and write-write (WW).*
  7. *A RW conflict will occurs when a transaction reads a data item that another transaction later writes, and a WW conflict occurs when a transaction writes a data item that another transaction later writes. When constructing the serialization graph, we draw an edge from Ti to Tj for each RW or WW conflict where Ti executes before Tj.*
  8. *This indicates that Ti must execute before Tj to maintain the same order of operations on the conflicting data item. Once the serialization graph is constructed, we check for cycles. A cycle in the serialization graph indicates a circular dependency between transactions, which means that the schedule is not serializable. If there are no cycles, the schedule is serializable, which means that it is equivalent to some serial schedule of the transactions. This process ensures that the successful execution of a schedule under the Basic Timestamp Ordering (BTO) algorithm will ensure the serializability of the schedule, as required by question 3(b).*

1. Deductive Database

REACHABLE (X, Y): - CITY(X), CITY(Y), FLIGHT (X, Y)

REACHABLE (X, Y): - CITY(X), CITY(Z), FLIGHT (X, Z), REACHABLE (Z, Y)

Where REACHABLE (X, Y) means that city Y can be reached from city X, and FLIGHT (X, Y) means that there is a flight from city X to city Y (Note: No flight in reverse direction can be automatically assumed).

1. Construct fact predicates that describe the following:

New Delhi (del), Beijing (pek), Saigon (sgn), Auckland (akl), Singapore (sin) and Brisbane (bne) are cities.

The following 5 flights exist: sin to del, del to pek, pek to sgn, akl to sin and bne to akl (Note: No flight in reverse direction can be automatically assumed). [5 marks]

Construct a model theoretic interpretation (that is, an interpretation similar to the one shown in Figure 24.13, Lecture Notes) of the above rules using the given facts. [5 marks]

* + *Is there a guarantee of reachability between any 2 cities? Give reason(s) or example(s) to support your answer. [5 marks]*
    1. *% Define the cities*

*city(del).*

*city(pek).*

*city(sgn).*

*city(akl).*

*city(sin).*

*city(bne).*

* + 1. *% Define the flights*

*flight(sin, del).*

*flight(del, pek).*

*flight(pek, sgn).*

*flight(akl, sin).*

*flight(bne, akl).*

* + *Based on the facts and rules, there isn't a guarantee of reachability between any two cities. The reachability depends on the existence of direct flights or a sequence of flights connecting the cities. For example, according to the facts provided, there is a direct flight from Singapore (sin) to New Delhi (del), so New Delhi is reachable from Singapore. Similarly, there is a sequence of flights from Singapore to Beijing (pek) via New Delhi, so Beijing is reachable from Singapore. However, there is no flight from New Delhi (del) to Brisbane (bne) either directly or through a sequence of flights. Therefore, Brisbane is not reachable from New Delhi. The reachability between any two cities can be determined by querying the REACHABLE (X, Y) predicate in the Prolog program. If the query returns true, then city Y is reachable from city X. If the query returns false, then city Y is not reachable from city X.*

1. There is 1 new flight added: sgn to bne.

Update the model theoretic interpretation to include the new flight. [5 marks]

Prove that REACHABLE (pek, akl) is true. Show your work at each step. [5 marks]

Is there a guarantee of reachability between any 2 cities? Give reason(s) or example(s) to support your answer.

[5 marks]

* + *% Add the new flight*

*flight(sgn, bne).*

* + *We prove that REACHABLE (pek, akl) is true. This means that there is a sequence of flights from Beijing (pek) to Auckland (akl). We can use the REACHABLE rule to find a sequence of flights. The REACHABLE rule states that city Y is reachable from city X if there is a direct flight from X to Y, or if there is a city Z such that there is a flight from X to Z and city Y is reachable from city Z. Let's apply this rule to prove that REACHABLE(pek, akl) is true:*
  + *There is a direct flight from Beijing (pek) to Saigon (sgn). So, Saigon is reachable from Beijing.*
  + *There is a direct flight from Saigon (sgn) to Brisbane (bne). So, Brisbane is reachable from Saigon, and therefore, Brisbane is reachable from Beijing.*
  + *There is a direct flight from Brisbane (bne) to Auckland (akl). So, Auckland is reachable from Brisbane, and therefore, Auckland is reachable from Beijing.*
  + *So, we have shown that REACHABLE(pek, akl) is true. with the addition of the new flight from Saigon to Brisbane, all cities are now reachable from any other city. For example, even though there is no direct flight from New Delhi (del) to Brisbane (bne), Brisbane is now reachable from New Delhi through a sequence of flights: New Delhi to Beijing, Beijing to Saigon, and Saigon to Brisbane*

1. The following predicates are added:

DURATION(del, pek, 6).

DURATION(sin, del, 5.5).

DURATION(sgn, bne, 8).

DURATION(pek, sgn, 5).

DURATION(bne, akl, 3).

DURATION(akl, sin, 10.5).

Note: DURATION(X, Y, Z) means that a flight from X to Y is in Z hours. 5.5 means 5 hours and 30 minutes.

Given a rule named as REACHABLE\_AND\_DURATION(X, Y, Z):

REACHABLE\_AND\_DURATION(X, Y, Z) :- FLIGHT(X, Y), DURATION(X, Y, Z

REACHABLE\_AND\_DURATION(X, Y, Z) :- FLIGHT(X, T), DURATION(X, T, K), REACHABLE\_AND\_DURATION(T, Y, H), K+H = Z

The rule means that city Y can be reached from city X and the total hours of flights is Z hours. Assume that we have a built-in comparison predicate “=” which allows us to check equality between 2 arguments. And a built-in arithmetic function “+” that allows us to sum 2 numeric arguments.

Prove that REACHABLE\_AND\_DURATION(bne, del, 19) is true. Show your work at each step. [10 marks]

Consider the following query: What cities are reachable in less than 20 hrs of flights from Delhi? Write a new rule and write a query based on that rule (you do not need to prove the query). Assume that we have a built-in comparison predicate “<” which allows us to check inequality between 2 arguments. [10 marks]

* + *% Adding the duration predicates*

*duration(del, pek, 6).*

*duration(sin, del, 5.5).*

*duration(sgn, bne, 8).*

*duration(pek, sgn, 5).*

*duration(bne, akl, 3).*

*duration(akl, sin, 10.5).*

* + *We can use the REACHABLE\_AND\_DURATION rule to find a sequence of flights. The REACHABLE\_AND\_DURATION rule states that city Y is reachable from city X with a total duration of Z hours if there is a direct flight from X to Y with a duration of Z hours, or if there is a city T such that there is a flight from X to T with a duration of K hours and city Y is reachable from city T with a total duration of H hours, and K + H equals Z. Applying this rule to prove that REACHABLE\_AND\_DURATION(bne, del, 19) is true:*
  + *There is a direct flight from Brisbane (bne) to Auckland (akl) with a duration of 3 hours. So, Auckland is reachable from Brisbane with a total duration of 3 hours.*
  + *There is a direct flight from Auckland (akl) to Singapore (sin) with a duration of 10.5 hours. So, Singapore is reachable from Auckland with a total duration of 10.5 hours, and therefore, Singapore is reachable from Brisbane with a total duration of 3 + 10.5 = 13.5 hours.*
  + *There is a direct flight from Singapore (sin) to New Delhi (del) with a duration of 5.5 hours. So, New Delhi is reachable from Singapore with a total duration of 5.5 hours, and therefore, New Delhi is reachable from Brisbane with a total duration of 13.5 + 5.5 = 19 hours.*
  + *So, we have shown that REACHABLE\_AND\_DURATION(bne, del, 19) is true. we can write a new rule REACHABLE\_IN\_LESS\_THAN\_20\_HRS(X, Y) and a query based on that rule. The REACHABLE\_IN\_LESS\_THAN\_20\_HRS(X, Y) rule states that city Y is reachable from city X in less than 20 hours if there is a city Z such that city Y is reachable from city X with a total duration of Z hours and Z is less than 20*
  + *% Define the new rule*

*reachable\_in\_less\_than\_20\_hrs(X, Y) :- reachable\_and\_duration(X, Y, Z), Z < 20.*

*% Query the new rule*

*?- reachable\_in\_less\_than\_20\_hrs(del, Y).*